**EXPERIMENT 12:**

def print\_board(board):

for row in board:

print(" | ".join(row))

print("-" \* 9)

def check\_winner(board, player):

for i in range(3):

if all([cell == player for cell in board[i]]): return True

if all([board[j][i] == player for j in range(3)]): return True

if all([board[i][i] == player for i in range(3)]): return True

if all([board[i][2 - i] == player for i in range(3)]): return True

return False

def is\_draw(board):

return all(cell in ['X', 'O'] for row in board for cell in row)

def tic\_tac\_toe():

board = [[' ' for \_ in range(3)] for \_ in range(3)]

current\_player = 'X'

while True:

print\_board(board)

print(f"Player {current\_player}'s turn")

try:

row = int(input("Enter row (0-2): "))

col = int(input("Enter col (0-2): "))

if board[row][col] != ' ':

print("Cell already taken. Try again.")

continue

except (ValueError, IndexError):

print("Invalid input. Try again.")

continue

board[row][col] = current\_player

if check\_winner(board, current\_player):

print\_board(board)

print(f"Player {current\_player} wins!")

break

elif is\_draw(board):

print\_board(board)

print("It's a draw!")

break

current\_player = 'O' if current\_player == 'X' else 'X'

tic\_tac\_toe()

**OUTPUT:**

**![](data:image/png;base64,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)**